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Typical questions that arise in Chess (and many other board games): - Given a specific layout of pieces on the board, what are all the possible moves for a given piece? - Given a specific board layout, which pieces can be moved next? - Which pieces are under attack in a given board layout?



Abstract: This paper is an introductory tutorial for Logic paradigm (LP) in C++. No prior experience is required with languages that natively support LP. It also demonstrates how LP blends with the other paradigms supported by C++ and also the STL. The ability to choose an appropriate paradigm or an appropriate mix of paradigms for solving a given problem is essential and at the heart of multi-paradigm programming. We begin with a brief introduction to the logic paradigm, followed by a discussion of logic style programming in C++ and finally conclude with examples. The primitives used here for logic programming are provided by Castor, an open source C++ library available from www.mpprogramming.com. No language extensions to C++ are required to compile the code provided here.
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Each question above represents a different but concrete problem that belongs to the problem domain of Chess. Shifting focus from describing how to solve a particular type of problem to describing the general rules of the broader problem domain allows us to seek answers to a wider variety of problems within the domain. In the remainder of this section we will further illustrate facts, rules and queries using a simple example concerning family relationships. The primary focus here is to get a feel for the basic mechanics of LP.



The Logic paradigm



Logic programming is a Turing-complete programming paradigm. The model of computation used in logic is strikingly different from that of the more mainstream imperative and functional paradigms. Pure logic programs are entirely declarative in nature. When programming in languages based on the imperative paradigm (like C, C++, Java etc.), programmers actively instruct the computer how to solve a specific problem and the computer itself has no knowledge about the problem. Thus, algorithms play a central role. In logic programming languages such as Prolog or Gödel, however, it is exactly the opposite. In LP, the programmer provides problem-specific information to the computer instead of providing the steps required to solve a specific problem. The computer applies a general-purpose problem-solving algorithm to the domainspecific information to produce the desired results. The programmer is not involved with specifying the exact steps (i.e., the algorithm) used in solving the problem.



1.1. Facts Facts are essentially the simplest form of true statements pertaining to a problem domain. They may also be referred to as data. Let us consider a four -person family (Son: Sam, Daughter: Denise, Father: Frank, Mother: Mary, Grandparent: Gary. Here is one way of describing the facts pertaining to this family more accurately: Children facts: 1. Sam is a child of Mary 2. Denise is a child of Mary 3. Sam is a child of Frank 4. Denise is a child of Frank 5. Frank is a child of Gary Gender facts 6. Frank is male 7. Sam is male 8. Mary is female 9. Denise is female 10. Gary is male



Information provided to the computer in logic programs can be classified into facts and rules. This knowledge base of facts and rules describes the problem domain. Specific problems that we wish to solve in this domain are posed as questions or queries. The computer examines the query in the context of the rules and facts and determines the solution. For example, if the game of Chess (or some other board game) represents our problem domain, the facts may consist of such things as: - The different kinds of pieces (e.g., white pawns, black pawns, white king, etc.) - The number of pieces of each kind (e.g., 8 black pawns, 1 white king, etc.) - A description of the number of squares and their layout on the board (e.g., 8x8 board, 32 white squares, 32 black squares, etc.) And the rules may consist of: - The rule governing the movement of each kind of piece on the board (e.g., bishop moves diagonally) - The rule to determine if a piece is under attack - The rule to determine when a game is over and the result of the game.



The above facts can be used to answer simple questions such as “Is Sam male?”. This is a basic true/false question and can be answered by inspecting the gender facts. Since we have an exact match with fact 7, the answer to the question is “yes” or “true”. However, a similar question “Is Frank female?” yields “false” or “no”. This is because we do not have any gender fact stating Frank‟s gender to be female. Thus, whenever matching evidence is found, the answer is true; and false otherwise. A slightly different type of question is “What is the gender of Sam?”. This is not a true/false question but it still can be answered by looking up the gender fact 7. Another question could be “Who is the child of Frank?” Again this is not a true/false question, however, it is a little more interesting as there is not one but two answers to it, Sam and Denise. This -3-



is the shortest path between nodes A and B?” or “Is graph G a connected graph?”



tells us that we cannot simply stop examining the facts as soon as the first match is found; we need to continue the search till all relevant facts are exhausted. When there are multiple answers to a question, the person asking the question may be interested in one, some or all the answers.



Queries can be classified into two categories. The first kind simply tests if a certain statement is true: “Is Sam child of Gary?” These are also traditionally referred to as assertions, since the purpose is to essentially check or assert whether a fact is true. The second type of query is one that seeks for one or more solutions. For example, if we ask “Who is the child of Frank?”, we are not asserting if a fact is true, but instead asking the system to determine Frank‟s child. We will henceforth refer to these as generative queries as it requires the generation of solutions.



A question that cannot be answered based solely on the above facts is “Is Mary a parent of Sam?” This is because we have not yet declared what it means to be a parent. There are no direct facts stating any parent-of relationships. To solve this we can add one fact of the nature “X is parent of Y” for each fact of the nature “Y is child of X” above. This approach is cumbersome and error-prone especially when the database of facts is large. A better approach is to use rules to infer these new facts.



1.4. Computation by inferencing



1.2. Rules



We have not been very specific, so far, about how answers are actually computed (or inferred). Given the facts and rules described above it is fairly intuitive for any individual to mentally infer answers to all the questions we have asked. The fundamental principle behind such inferencing of new facts from existing rules and facts is referred to in formal Logic as modus ponens:



Rules are statements used to infer new facts (or data) from an existing body of facts. Here are some simple rules pertaining to the family relationships: Parent rule: X is parent of Y if  Y is child of X. Father rule: X is father of Y if  Gender of X is male and



If A is true and A implies B, then B is true.



Y is child of X



Mother rule: X is mother of Y if  Gender of X is female and X is parent of Y



A and B, above, refer to arbitrary statements. This principle is at the heart of the computational model used in logic programming. An intuitive but rather rough approximation of the algorithm used to solve queries in logic programming systems such as Prolog is as follows:



Here X and Y are essentially parameters and not constants like “Sam” and “Frank”. The parent rule provides the ability to answer questions like “Is Mary a parent of Sam?” or “Who is a parent of Sam?”. Note that the parent and father rules above are specified only in terms of facts. The mother rule on the other hand is specified using a combination of facts (gender) and rules (parent) although it could be specified in same manner as the father rule.



1.2.1.



1. 2. 3.



Recursive rules



Rules can also be specified in terms of themselves. Consider describing the ancestor relationship as a rule. Ancestor rule: X is ancestor of Y if  X is parent of Y or  Z is parent of Y and X is ancestor of Z



Build a list of relevant facts and rules Pick a relevant fact and see if it answers the question. Repeat this until all relevant facts are exhausted. Pick a relevant rule that can be applied to derive new facts (using modus ponens). Repeat this until all relevant rules and facts are exhausted.



At any step of the inferencing algorithm, there may be more than one rule and/or fact that can be selected in order to continue execution. Each choice leads to a different inference path and not all paths necessarily lead to solutions. Paths that do not lead to solutions are abandoned and inferencing resumes from the most recent point where other facts and/or rules were available for inferencing. Abandoning the current path and resuming execution from an earlier point in order to make a different choice is known as backtracking. Backtracking continues till all paths of inference have been traversed. Thus, computation is reduced to traversing different paths of inference determined from the facts and rules available. This is similar to performing depth first search in a binary tree where leaf nodes represent candidate results and the inner nodes represent intermediate results.



Now we are in a position to ask “Is Gary an ancestor of Sam?” which should yield true. Similarly if we ask “Who is an ancestor of Sam?”, it should yield Frank, Mary and Gary.



1.3. Queries and Assertions Once we have built the knowledge-base consisting of facts and rules we are ready to ask questions. Specific problems that need to be solved are posed as queries. We have seen examples of queries above for the family relationships. Other examples of queries, for instance, when dealing with graphs is to ask “What -4-



;



In pure formal logic, the exact order in which facts and rules are selected for application is non-deterministic. This also implies that the order in which answers are obtained is not deterministic. Since some paths may lead to solutions quicker than others, in practice the order of execution is fixed (same as declaration order) to allow control over efficiency. Fixing the order of application of rules also simplifies reasoning about the execution of logic programs, which is important for debugging.



} // f is the father of c relation father(lref f,lref c) { //... if f is male and c is child of f return gender(f,”male”)&& child(c,f);//rule2 }



Facts and rules are both declared as functions with the return type relation. The parameter types are specified in terms of template lref which stands for logic reference. Here it provides a facility similar to the pass by reference mechanism in C++. However, unlike references in C++, logic references can be left uninitialized. The value underlying a logic reference can be obtained by dereferencing it with operator *.



1.5. Summary In this section we described facts, rules, queries, assertions and inferencing. Facts are simply true statements. Rules can be used to derive new facts. Rules can be specified in terms of facts, other rules or even themselves (i.e. recursive rules). A collection of rules and facts can be used to answer relevant questions. Questions can be broadly classified into those that simply require a true/false answer or those for which solutions need to be generated. The former types of questions are referred to as assertions and the latter referred to as generative queries. Assertions have only one answer (i.e. true/false). Generative queries may have zero or more solutions. “Is Sam male?” is an example of an assertion. “Who is the child of Mary?” is an example of a generative query. Logical inferencing is used to answer questions. It involves examining the facts and application of rules. New facts emerge from application of rules which become candidates for future consideration during inferencing.
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Function eq is called the unification relation. Its job is to attempt to make its two arguments equal. If any one of its arguments is an uninitialized logic reference, it will assign the other argument to it. If both arguments have well defined values then it simply compares the two arguments. This task is referred to as unification. Consider the call eq(c,"Sam") in relation child. If c has been previously initialized with a value, eq will compare the contents of c with "Sam". However if c has not been initialized, "Sam" will be assigned to c. The type relation, logic references and relation eq will be discussed further in sections 2.1, 2.2 and 2.3 respectively.



Logic Programming in C++



Now let us translate the above facts and rules into C++ so that they can be executed. The examples here make use of Castor, an open source library that enables logic programming in C++. Castor enables embedding of logic style code naturally into C++ by allowing rules and facts to be declared as classes, functions or even just expressions. This low level of integration is very useful and allows for a programming platform where the paradigmboundaries are seamless.



Neither eq nor any of the user-defined relations like child or gender return the results of their intended computation immediately when invoked. Instead they return function objects that encapsulate the intended computation. The function objects can be stored in an object of type relation. Their evaluation can be triggered by application of the function call operator on relations. Given the above C++ definitions for the relations, we are in a position to make some queries and assertions. The following is a simple assertion to check if Sam is male:



The following C++ functions represent the child and gender facts and the father rule (described previously) using Castor: // c is child of p relation child(lref c, lref { return eq(c,”Sam”) && eq(p,”Mary”) //fact || eq(c,”Denise”) && eq(p,”Mary”) //fact || eq(c,”Sam”) && eq(p,”Frank”)//fact || eq(c,”Denise”) && eq(p,”Frank”)//fact || eq(c,”Frank”) && eq(p,”Gary”) //fact ; }



relation samIsMale = gender("Sam", "male"); if( samIsMale() ) cout cmpVal") || write("n==cmpVal"); }



The following usage of greaterLessEq exposes a problem in the above implementation. relation r = greaterLessEq(2,3); while(r());



This produces the following output: n 
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