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Introduction



In this chapter, we will examine the methods of processing XML documents. This foundation will be used throughout the book to assist us in developing higher-level XML processing functions for Enterprise Application Integration (EAI). It is also the most logical place to start a discussion on XML. Without understanding the following concepts, it will be difficult to exercise XML inside more complex business processes. This chapter starts with an overview of the requirements for parsing XML documents. From there, we will explore some of the programmatic ways that parsed XML data can be accessed. At the end of this chapter, you will have an excellent understanding of how to build higher-level processes based on data formatted in XML.
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Parsing XML



A parser is executable processing logic that ensures that a particular document conforms to a specific grammar. Consequently, an XML parser is responsible for ensuring that XML documents conform to the XML grammar. This section examines the details regarding how to parse an XML document. XML is a specification for a grammar that defines a set of tokens and the sequential ordering of these tokens that allow it to represent data hierarchically. The results of this specification are the following: 1. Documents have a set of rules to be followed for their creation. 2. The grammar defines how to build a process to verify that a document has followed the rules of the grammar, and thus is valid. This is true of any computer language, whether it is a markup language or a programming language. This is accomplished by means of “production rules.” The rules define the “nonterminal symbols” composed of both tokens and/or nonterminal symbols. There are many ways to define a grammar, but the most popular one in use today is the Extended Backus-Naur Form (EBNF). The grammar defines the set of acceptable token sequences, which in turn defines the syntactic correctness of a statement in a language. Example 3.1 below is a production rule for a First symbol. It states that the First is a nonterminal of a single Name symbol. Example 3.1: Sample EBNF production rule. First ::= Name



As the grammar has no production for Name, it is a token, or terminal symbol. Every machine-language definition has at least one root production, called a “starting nonterminal,” that breaks down
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3.2 PARSING XML



into a set of productions for statements that can be formed by that language. When reconstructing tokens from a character stream, a parser needs to assume that the starting nonterminal will be satisfied, and attempts to verify that the resulting tokens do indeed match that assumption. Interestingly, an EBNF grammar is very similar in design to an XML Document Type Definition (DTD) content model; this is by design. In essence, XML with DTDs provides a way to build a generic parser for tag-based notations. This is why XML is called a meta-language. It is a language for creating other languages, just as EBNF is a language for creating other languages. EBNF nonterminal symbols keep expanding into other nonterminals until a terminal token is eventually reached. Example 3.2: An EBNF grammar. Person ::= First Middle Last First ::= Name Middle ::= Name Last ::= Name



In Example 3.2, the starting nonterminal Person is comprised of three other nonterminals: First, Middle, and Last. Each of these nonterminals is comprised of a single token called Name, which is eventually is composed of a sequence of characters. Notice also that grammars are designed using a component-like philosophy. The declarations define a set of types. First, Middle, and Last symbols could easily have been declared as nonterminal tokens, but this would make the grammar difficult to change if necessary in the future. Using this current definition, a change to the Name token will be propagated all the way back to Person. Once you understand how grammars work, you can read and understand the definitions within the XML 1.0 grammar. Grammars also serve another useful purpose: They are directly convertible to state diagrams, which are then used to code the parsing logic. That is, to simplify the development of the parser code, it is best if the developer first builds a state diagram from the EBNF in the XML specification.
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These state diagrams then become the logical statements that eventually identify a particular symbol. Parsing is traditionally a two-phase process. First, the lexical analyzer parses the document and turns raw character streams into a series of tokens. These tokens are then processed by the syntactic checker and compared against the original EBNF rules to ensure that the document is syntactically correct. Sometimes, with simple and lightweight languages, such as XML, it is possible to compress these two steps into a single function. Let’s explore how the parser will ensure that an XML document is well-formed. Again, a well-formed XML document is one that follows the rules of the 1.0 grammar, but may or may not follow the rules of a DTD. For the rest of this discussion, we will refer to the following XML document (Example 3.3): Example 3.3: XML Document for Parsing. Some Text Some More Text 



Example 3.4: The first rule of the XML Grammar. [1] Document ::= prolog element Misc*



The rule in Example 3.4 tells the parser that it needs to break the entire document up into two or three major symbols (there may be zero Misc symbols). The goal of parsing is to ensure that the XML document meets the criteria for being a Document. To do this the parser will start with the first symbol and attempt to locate that symbol within the document. If the first symbol is optional (indicated by the *), then it will look for the first and second symbols, whichever



4764ch03.qxd_jt



6/14/2000



11:32 AM



Page 39



3.2 PARSING XML



comes first, and so on until it can make a suitable match, or it fails because no matches occur. In Example 3.3, the prolog consists of the XML declaration processing instruction. If we had defined a DTD, that too would be considered part of the prolog. Thus, our parser starts reading in characters. It finds the less than () character is found. Along the way, the processor will find pseudo-attributes pertinent to parsing, such as the XML version and language encoding. The parser is responsible for extracting these pseudo-attributes and using them to prepare the parser for forthcoming text. When the parser comes across the > character in the XML declaration processing instruction, it knows it has a complete XMLDecl (Declaration 23 as illustrated in Example 3.5). The next step is a bit more tricky for the parser as the next symbol could be a Misc, a doctypedecl, or an element. Example 3.5: Prolog rule. [22] [23] [24] [25] [26] [27]



prolog ::= XMLDecl? Misc* (doctypedecl Misc*)? XMLDecl ::= '' VersionInfo ::= S 'version' Eq (' VersionNum ' | " VersionNum ") Eq ::= S? '=' S? VersionNum ::= ([a-zA-Z0-9_.:] | '-')+ Misc ::= Comment | PI | S



As the parser examines the stream of characters in the XML document from start to finish, it continually manages a stack of symbols. When a token is found, the stack is evaluated to see if the current set of symbols matches a valid XML rule. If it does, those symbols are removed from the stack and replaced with the name of the matched symbol. Eventually, the stack should look just like the rule in Example 3.4. We mentioned earlier in this chapter that besides helping to identify if a document is syntactically correct, grammars can also assist us in developing the actual code necessary to build the lexical analyzer
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(the piece that turns character streams into tokens). To move from EBNF to building the lexical analyzer, we must first build a set of state diagrams. State diagrams visually identify the states that the parser can be in at any one time and the legal states that can be achieved from the current state. Figure 3–1 below illustrates the state changes that can occur once we’ve detected the start of an element by the < character. It shows us that the next character must be a legal element type name start character (Namechar), an exclamation mark (!), or a forward slash(/). In turn, states 2, 3, and 4 will be expanded to illustrate the valid states that they support. As long as the character stream continues along a path of legal states, the lexical analyzer will keep spitting out tokens. However, if a character should force the parser to attempt to create an illegal state,




"); System.out.println("\r\n"); System.out.println("" + " 
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